**Artificial Intelligence Lab**

**Name** - N Aditya Sai

**Register Number**- RA1911030010075

**Topic**: Unification

**Experiment** – 7a

**Aim:** To study and implement unification

**Code:**

def get\_index\_comma(string):

index\_list = list()

par\_count = 0

for i in range(len(string)):

if string[i] == ',' and par\_count == 0:

index\_list.append(i)

elif string[i] == '(':

par\_count += 1

elif string[i] == ')':

par\_count -= 1

return index\_list

def is\_variable(expr):

for i in expr:

if i == '(' or i == ')':

return False

return True

def process\_expression(expr):

expr = expr.replace(' ', '')

index = None

for i in range(len(expr)):

if expr[i] == '(':

index = i

break

predicate\_symbol = expr[:index]

expr = expr.replace(predicate\_symbol, '')

expr = expr[1:len(expr) - 1]

arg\_list = list()

indices = get\_index\_comma(expr)

if len(indices) == 0:

arg\_list.append(expr)

else:

arg\_list.append(expr[:indices[0]])

for i, j in zip(indices, indices[1:]):

arg\_list.append(expr[i + 1:j])

arg\_list.append(expr[indices[len(indices) - 1] + 1:])

return predicate\_symbol, arg\_list

def get\_arg\_list(expr):

\_, arg\_list = process\_expression(expr)

flag = True

while flag:

flag = False

for i in arg\_list:

if not is\_variable(i):

flag = True

\_, tmp = process\_expression(i)

for j in tmp:

if j not in arg\_list:

arg\_list.append(j)

arg\_list.remove(i)

return arg\_list

def check\_occurs(var, expr):

arg\_list = get\_arg\_list(expr)

if var in arg\_list:

return True

return False

def unify(expr1, expr2):

if is\_variable(expr1) and is\_variable(expr2):

if expr1 == expr2:

return 'Null'

else:

return False

elif is\_variable(expr1) and not is\_variable(expr2):

if check\_occurs(expr1, expr2):

return False

else:

tmp = str(expr2) + '/' + str(expr1)

return tmp

elif not is\_variable(expr1) and is\_variable(expr2):

if check\_occurs(expr2, expr1):

return False

else:

tmp = str(expr1) + '/' + str(expr2)

return tmp

else:

predicate\_symbol\_1, arg\_list\_1 = process\_expression(expr1)

predicate\_symbol\_2, arg\_list\_2 = process\_expression(expr2)

# Step 2

if predicate\_symbol\_1 != predicate\_symbol\_2:

return False

# Step 3

elif len(arg\_list\_1) != len(arg\_list\_2):

return False

else:

# Step 4: Create substitution list

sub\_list = list()

# Step 5:

for i in range(len(arg\_list\_1)):

tmp = unify(arg\_list\_1[i], arg\_list\_2[i])

if not tmp:

return False

elif tmp == 'Null':

pass

else:

if type(tmp) == list:

for j in tmp:

sub\_list.append(j)

else:

sub\_list.append(tmp)

# Step 6

return sub\_list

if \_\_name\_\_ == '\_\_main\_\_':

f1 = 'Q(a, g(x, a), f(y))'

f2 = 'Q(a, g(f(b), a), x)'

# f1 = input('f1 : ')

# f2 = input('f2 : ')

result = unify(f1, f2)

if not result:

print('The process of Unification failed!')

else:

print('The process of Unification successful!')

print(result)

**Output:**

![](data:image/png;base64,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)

**Result:** Unification was achieved successfully.

**Artificial Intelligence Lab**

**Name** - N Aditya Sai

**Register Number**- RA1911030010075

**Topic**: Resolution

**Experiment** – 7b

**Aim:** To study and implement resolution

**Code:**

import copy

import time

class Parameter:

 variable\_count = 1

 def \_\_init\_\_(self, name=None):

 if name:

 self.type = &quot;Constant&quot;

 self.name = name

 else:

 self.type = &quot;Variable&quot;

 self.name = &quot;v&quot; +

str(Parameter.variable\_count)

 Parameter.variable\_count += 1

 def isConstant(self):

 return self.type == &quot;Constant&quot;

 def unify(self, type\_, name):

 self.type = type\_

 self.name = name

 def \_\_eq\_\_(self, other):

 return self.name == other.name

 def \_\_str\_\_(self):

 return self.name

class Predicate:

 def \_\_init\_\_(self, name, params):

 self.name = name

 self.params = params

 def \_\_eq\_\_(self, other):

 return self.name == other.name and all(a

== b for a, b in zip(self.params, other.params))

 def \_\_str\_\_(self):

 return self.name + &quot;(&quot; + &quot;,&quot;.join(str(x)

for x in self.params) + &quot;)&quot; def getNegatedPredicate(self):

 return Predicate(negatePredicate(self.name), self.params)

class Sentence:

 sentence\_count = 0

 def \_\_init\_\_(self, string):

 self.sentence\_index = Sentence.sentence\_count

 Sentence.sentence\_count += 1

 self.predicates = []

 self.variable\_map = {}

 local = {}

 for predicate in string.split(&quot;|&quot;):

 name = predicate[:predicate.find(&quot;(&quot;)]

 params = []

 for param in predicate[predicate.find(&quot;(&quot;) + 1:

predicate.find(&quot;)&quot;)].split(&quot;,&quot;):

 if param[0].islower():

 if param not in local: # Variable

 local[param] = Parameter()

 self.variable\_map[local[param].name] =

local[param]

 new\_param = local[param]

 else:

 new\_param = Parameter(param)

 self.variable\_map[param] = new\_param

 params.append(new\_param)

 self.predicates.append(Predicate(name, params))

 def getPredicates(self):

 return [predicate.name for predicate in self.predicates]

 def findPredicates(self, name):

 return [predicate for predicate in self.predicates if

predicate.name == name]

 def removePredicate(self, predicate):

 self.predicates.remove(predicate)

 for key, val in self.variable\_map.items():

 if not val:

 self.variable\_map.pop(key)

 def containsVariable(self):

 return any(not param.isConstant() for param in

self.variable\_map.values())

 def \_\_eq\_\_(self, other):

 if len(self.predicates) == 1 and self.predicates[0] ==

other:

 return True

 return False def \_\_str\_\_(self):

 return &quot;&quot;.join([str(predicate) for predicate in

self.predicates])

class KB:

 def \_\_init\_\_(self, inputSentences):

 self.inputSentences = [x.replace(&quot; &quot;, &quot;&quot;) for x in

inputSentences]

 self.sentences = []

 self.sentence\_map = {}

 def prepareKB(self):

 self.convertSentencesToCNF()

 for sentence\_string in self.inputSentences:

 sentence = Sentence(sentence\_string)

 for predicate in sentence.getPredicates():

 self.sentence\_map[predicate] =

self.sentence\_map.get(predicate, []) + [sentence]

 def convertSentencesToCNF(self):

 for sentenceIdx in range(len(self.inputSentences)):

 if &quot;=&gt;&quot; in self.inputSentences[sentenceIdx]: # Do

negation of the Premise and add them as literal

 self.inputSentences[sentenceIdx] =

negateAntecedent(self.inputSentences[sentenceIdx])

 def askQueries(self, queryList):

 results = []

 for query in queryList:

 negatedQuery =

Sentence(negatePredicate(query.replace(&quot; &quot;, &quot;&quot;)))

 negatedPredicate = negatedQuery.predicates[0]

 prev\_sentence\_map =

copy.deepcopy(self.sentence\_map)

 self.sentence\_map[negatedPredicate.name] =

self.sentence\_map.get(negatedPredicate.name, []) +

[negatedQuery]

 self.timeLimit = time.time() + 40

 try:

 result = self.resolve([negatedPredicate],

[False]\*(len(self.inputSentences) + 1))

 except:

 result = False

 self.sentence\_map = prev\_sentence\_map

 if result:

 results.append(&quot;TRUE&quot;)

 else:

 results.append(&quot;FALSE&quot;)

 return results def resolve(self, queryStack, visited, depth=0):

 if time.time() &gt; self.timeLimit:

 raise Exception

 if queryStack:

 query = queryStack.pop(-1)

 negatedQuery = query.getNegatedPredicate()

 queryPredicateName = negatedQuery.name

 if queryPredicateName not in self.sentence\_map:

 return False

 else:

 queryPredicate = negatedQuery

 for kb\_sentence in

self.sentence\_map[queryPredicateName]:

 if not visited[kb\_sentence.sentence\_index]:

 for kbPredicate in kb\_sentence.findPredicates(queryPredicateName):

 canUnify, substitution = performUnification(copy.deepcopy(queryPredicate),

copy.deepcopy(kbPredicate))

 if canUnify:

 newSentence = copy.deepcopy(kb\_sentence)

newSentence.removePredicate(kbPredicate)

 newQueryStack = copy.deepcopy(queryStack)

 if substitution:

for old, new in

substitution.items():

 if old in

newSentence.variable\_map:

 parameter =

newSentence.variable\_map[old]

newSentence.variable\_map.pop(old)

parameter.unify(&quot;Variable&quot; if new[0].islower() else

&quot;Constant&quot;, new)

newSentence.variable\_map[new] = parameter

 for predicate in

newQueryStack:

 for index, param in

enumerate(predicate.params):

 if param.name in

substitution:

 new = substitution[param.name]

predicate.params[index].unify(&quot;Variable&quot; if

new[0].islower() else &quot;Constant&quot;, new) for predicate in

newSentence.predicates:

newQueryStack.append(predicate)

 new\_visited =

copy.deepcopy(visited)

 if kb\_sentence.containsVariable() and

len(kb\_sentence.predicates) &gt; 1:

new\_visited[kb\_sentence.sentence\_index] = True

 if self.resolve(newQueryStack, new\_visited, depth + 1):

 return True

 return False

 return True

def performUnification(queryPredicate, kbPredicate):

 substitution = {}

 if queryPredicate == kbPredicate:

 return True, {}

 else:

 for query, kb in zip(queryPredicate.params,

kbPredicate.params):

 if query == kb:

 continue

 if kb.isConstant():

 if not query.isConstant():

 if query.name not in substitution:

 substitution[query.name] = kb.name

 elif substitution[query.name] !=

kb.name:

 return False, {}

 query.unify(&quot;Constant&quot;, kb.name)

 else:

 return False, {}

 else:

 if not query.isConstant():

 if kb.name not in substitution:

 substitution[kb.name] = query.name

 elif substitution[kb.name] !=

query.name:

 return False, {}

 kb.unify(&quot;Variable&quot;, query.name)

 else:

 if kb.name not in substitution:

 substitution[kb.name] = query.name
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 elif substitution[kb.name] !=

query.name:

 return False, {}

 return True, substitutiondef negatePredicate(predicate):

 return predicate[1:] if predicate[0] == &quot;~&quot; else &quot;~&quot; +

predicate

def negateAntecedent(sentence):

 antecedent = sentence[:sentence.find(&quot;=&gt;&quot;)]

 premise = []

 for predicate in antecedent.split(&quot;&amp;&quot;):

 premise.append(negatePredicate(predicate))

 premise.append(sentence[sentence.find(&quot;=&gt;&quot;) + 2:])

 return &quot;|&quot;.join(premise)

def getInput(filename):

 with open(filename, &quot;r&quot;) as file:

 noOfQueries = int(file.readline().strip())

 inputQueries = [file.readline().strip() for \_ in

range(noOfQueries)]

 noOfSentences = int(file.readline().strip())

 inputSentences = [file.readline().strip() for \_ in

range(noOfSentences)]

 return inputQueries, inputSentences

def printOutput(filename, results):

 print(results)

 with open(filename, &quot;w&quot;) as file:

 for line in results:

 file.write(line)

 file.write(&quot;\n&quot;)

 file.close()

if \_\_name\_\_ == &#39;\_\_main\_\_&#39;:

 inputQueries\_, inputSentences\_ = getInput(&quot;input.txt&quot;)

 knowledgeBase = KB(inputSentences\_)

 knowledgeBase.prepareKB()

 results\_ = knowledgeBase.askQueries(inputQueries\_)

 printOutput(&quot;output.txt&quot;, results\_)

**Output:**

**![](data:image/png;base64,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)**

**Result:** Resolution was implemented.